Lab 2 - Part 1

OpenFlow python controller (POX)

# Objective

Link an external controller to mininet optical and write a simple controller in python.

# What you will learn

* Create a simple openflow controller using the python-based POX controller framework.
* Construct a tree topology in Mininet using python.
* Use the controller to forward traffic in the tree topology network. (Layer 2 forwarding App)
* Modify the Layer 2 forwarding App with functionality to block specific traffic (Firewall App)

# Prerequisites

Defining Topologies in Mininet.

Knowledge of Arp

# Openflow controller

In this lab, we will create a rudimentary network tree topology in Mininet. Instead of inserting rules manually into the Openflow switch, we will use a controller which is external to Mininet. The Openflow controller we will use is called POX and is written in Python ([https://noxrepo.github.io/pox-doc/html/#](https://noxrepo.github.io/pox-doc/html/)). It thus uses Python object oriented methodology to obfuscate the complexity of the controller. This makes it easy to write complex controllers, in a short few lines.

We create a shell of the controller using the POX *\_handle\_ConnectionUp()* and *\_handle\_PacketIn() functions.* These functions, respectively, listen out for connection requests from switches, and for packets which are transmitted from the switch to the controller.

Create the follow file *simple\_controller.py* in directory ~/pox/pox/misc/

*from pox.core import core*

*import pox.lib.packet as pkt*

*import pox.openflow.libopenflow\_01 as of*

*from pox.lib.util import dpidToStr*

*from pox.lib.addresses import EthAddr*

*log = core.getLogger()*

*table={}*

*def launch ():*

*core.openflow.addListenerByName("ConnectionUp", \_handle\_ConnectionUp)*

*core.openflow.addListenerByName("PacketIn", \_handle\_PacketIn)*

*log.info("Switch running.")*

*def \_handle\_ConnectionUp ( event):*

*log.info("Starting Switch %s", dpidToStr(event.dpid))*

*msg = of.ofp\_flow\_mod(command = of.OFPFC\_DELETE)*

*event.connection.send(msg)*

*def \_handle\_PacketIn ( event):*

*dpid = event.connection.dpid*

*sw=dpidToStr(event.dpid)*

*inport = event.port*

*packet = event.parsed*

*print("Event: switch %s port %s packet %s" % (sw, inport, packet))*

To run this controller, enter the following

*cd ~/pox*

*./pox.py log.level --DEBUG misc.simple\_controller*

All this controller does is reports back connection requests from switches and any packets forwarded to it from the switch. We will use this with a simple topology created in Mininet.

## Create Tree topology

The Mininet tree topology uses 2 layers of switches, to which 4 hosts h1, h2, h3 and h4 are connected, as per the following diagram.
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You will see in the following program, that we define the variable controller=RemoteController when we instantiate Mininet. Mininet will attempt to connect to a controller listening on TCP port 6633 located on the same machine (localhost, or ip address 127.0.0.1). All openflow switches will connect using their own dedicated Openflow channels to the controller, and accept rules from the controller. We define each of the four hosts with ip addresses and simple MAC addresses. We connect the four hosts to the 2 lower layer switches s2 and s3, and create links from the s2 and s3 to the root switch s1.

**This is the script to prepare a mininet topology**

*from mininet.net import Mininet*

*from mininet.node import RemoteController*

*from mininet.cli import CLI*

*from mininet.log import setLogLevel, info*

*def treeTopo():*

*net = Mininet( controller=RemoteController )*

*info( '\*\*\* Adding controller\n' )*

*net.addController('c0')*

*info( '\*\*\* Adding hosts\n' )*

*h1 = net.addHost( 'h1', ip='10.0.0.1', mac='00:00:00:00:00:01' )*

*h2 = net.addHost( 'h2', ip='10.0.0.2', mac='00:00:00:00:00:02' )*

*h3 = net.addHost( 'h3', ip='10.0.0.3', mac='00:00:00:00:00:03' )*

*h4 = net.addHost( 'h4', ip='10.0.0.4', mac='00:00:00:00:00:04' )*

*info( '\*\*\* Adding switches\n' )*

*s1 = net.addSwitch( 's1' )*

*s2 = net.addSwitch( 's2' )*

*s3 = net.addSwitch( 's3' )*

*info( '\*\*\* Creating links\n' )*

*net.addLink( h1, s1 ) # bandwidth (in Mb/s) and delay can be added as follows*

*# net.addLink( h1, s1 ,cls=TCLink, bw=50,delay=’10ms’)*

*net.addLink( h2, s1 )*

*net.addLink( h3, s2 )*

*net.addLink( h4, s2 )*

*root = s1*

*layer1 = [s2,s3]*

*for idx,l1 in enumerate(layer1):*

*net.addLink( root,l1 )*

*info( '\*\*\* Starting network\n')*

*################################# this part up to here creates the mininet topology*

*net.start() # this commands starts the topology in mininet*

*info( '\*\*\* Running CLI\n' )*

*CLI( net ) # this command creates the mininet prompt, so that now we can interact with # mininet through the same terminal (or link from an external controller).*

*info( '\*\*\* Stopping network' )*

*net.stop() # this command is invoked after we enter the exit command in the mininet prompt*

*if \_\_name\_\_ == '\_\_main\_\_':*

*setLogLevel( 'info' )*

*treeTopo()*

Unlike standard ethernet switches, which broadcast out all ports to learning the location of all hosts and devices, the topology we have just described is dumb and has no forwarding rules. It must rely on rules to be inserted manually or from the controller to forward traffic.

## Run simple\_controller and tree0.py topology

Run the controller, followed by the tree0.py topology maker, in separate screens.

## 

Left is controller. Right is Mininet topology

You will see the switches s1, s1 and s2 register with the controller. No traffic is generated yet on the network. We can generate simple traffic by pinging host h2 from h1.

![](data:image/png;base64,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)![](data:image/png;base64,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)

Left is controller. Right is Mininet topology

The ping fails from h1 to h2. Why ? Because, the switches have empty flow tables, and do not know how to transmit traffic between h2 and h1. Refer to Lab 2 to answer this question. Ping uses ip addresses to refer to hosts, but switches uses ethernet addresses to refer hosts. Arp is used to associate the host ip addresses and ethernet addresses at the hosts.

Consider: On a large, open network, where users are trying to send confidential traffic, how secure is this approach (Arp) in how hosts learn the ethernet / mac addresses of remote hosts.

# Forwarding App

## Enhance the shell controller to learn the layer 2 forwarding rules.

We can use the *table{}* data structure in our simple\_controller to record where hosts are on network. When we generate a ping, the network stack on the source machine sends an arp request that asks “*which host (i.e. ethernet address) has this ip address?*”. We modify our controller to flood this request out all its ports (except the port it came in on). The host with that ip address responds with a response “*I am the host (i.e. ethernet address) with that ip address”*, which the controller floods to all the other ports. This way, even though one host asks the Arp request question, all hosts learn the answer.

The controller can then generate flow table rules in each switch that match source and destination ethernet addresses, and forwards the traffic out the correct port.

*def \_handle\_PacketIn ( event):*

*dpid = event.connection.dpid*

*sw=dpidToStr(event.dpid)*

*inport = event.port*

*packet = event.parsed*

*print("Event: switch %s port %s packet %s" % (sw, inport, packet))*

*# Learn the source*

*table[(event.connection,packet.src)] = event.port*

*dst\_port = table.get((event.connection,packet.dst))*

*if dst\_port is None:*

*# The switch does not know the destination, so sends the message out all ports.*

*# We could use either of the special ports OFPP\_FLOOD or OFP\_ALL.*

*# But not all switches support OFPP\_FLOOD.*

*msg = of.ofp\_packet\_out(data = event.ofp)*

*msg.actions.append(of.ofp\_action\_output(port = of.OFPP\_ALL))*

*event.connection.send(msg)*

*else:*

*# The switch knows the destination, so can route the packet. We also install the forward rule into the switch*

*msg = of.ofp\_flow\_mod()*

*msg.priority=****100***

*msg.match.dl\_dst = packet.src*

*msg.match.dl\_src = packet.dst*

*msg.actions.append(of.ofp\_action\_output(port = event.port))*

*event.connection.send(msg)*

*# We must forward the incoming packet…*

*msg = of.ofp\_packet\_out()*

*msg.data = event.ofp*

*msg.actions.append(of.ofp\_action\_output(port = dst\_port))*

*event.connection.send(msg)*

*log.debug("Installing %s <-> %s" % (packet.src, packet.dst))*

This time when the ping is generated from h1 to h2, it succeeds. The controller transmits the arp request and response packets correctly between 2 hosts, and the ping traffic is transmitted also correctly.
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# Firewall App

## Firewall Rules and POX Implementation

Using the simple\_controller, we can now construct slightly more complex functionality, such as a firewall. A firewall blocks traffic under certain conditions. In the following exercise, the conditions are

1. By default, all hosts may communicate with every other host except …
2. h1 and h2 may not communicate with each other
3. h3 and h4 may not communicate with each other

We modify the simple\_controller with 2 tuples for the rules 2 and 3.

*rules=[['00:00:00:00:00:01','00:00:00:00:00:02'],['00:00:00:00:00:03', '00:00:00:00:00:04']]*

We insert these rules into the switches at initialisation stage of the simple\_controller, when \_handle\_ConnectionUp() is triggered.

*def \_handle\_ConnectionUp ( event):*

*log.info("Starting Switch %s", dpidToStr(event.dpid))*

*msg = of.ofp\_flow\_mod(command = of.OFPFC\_DELETE)*

*event.connection.send(msg)*

*for rule in rules:*

*block = of.ofp\_match()*

*block.dl\_src = EthAddr(rule[0])*

*block.dl\_dst = EthAddr(rule[1])*

*flow\_mod = of.ofp\_flow\_mod()*

*flow\_mod.match = block*

*flow\_mod.priority =* ***32000***

*event.connection.send(flow\_mod)*

You will notice that the priority of these block rules is high (32000) and supercedes any subsequently learned rules with a lower priority, which we had already defined as 100.

## Test the firewall application against the topology

To test the topology and the firewall application, we use the Mininet pingall application to ping from every host to every other host.

*mininet> pingall*

*\*\*\* Ping: testing ping reachability*

*h1 -> X h3 h4*

*h2 -> X h3 h4*

*h3 -> h1 h2 X*

*h4 -> h1 h2 X*

*\*\*\* Results: 33% dropped (8/12 received)*

Here we see that h1 can reach h3 and h4, but is blocked to h2, as expected. Likewise, the firewall blocks h2 to h1, blocks h3 to h4, and blocks h4 to h3.

You should inspect the flow table rules in the switches. You will notice the higher priority rules for implementing blocking of traffic, as well as lower priority rules for passing traffic.

*mininet@mininet-vm:~$ sudo ovs-ofctl dump-flows s1*

*cookie=0x0, duration=171.743s, table=0, n\_packets=27, n\_bytes=2142, priority=32000,dl\_src=00:00:00:00:00:01,dl\_dst=00:00:00:00:00:02 actions=drop*

*cookie=0x0, duration=171.742s, table=0, n\_packets=0, n\_bytes=0, priority=32000,dl\_src=00:00:00:00:00:03,dl\_dst=00:00:00:00:00:04 actions=drop*

*cookie=0x0, duration=113.474s, table=0, n\_packets=0, n\_bytes=0, priority=100,dl\_src=00:00:00:00:00:01,dl\_dst=00:00:00:00:00:02 actions=output:"s1-eth2"*

*cookie=0x0, duration=113.474s, table=0, n\_packets=12, n\_bytes=728, priority=100,dl\_src=00:00:00:00:00:02,dl\_dst=00:00:00:00:00:01 actions=output:"s1-eth1"*

*cookie=0x0, duration=72.563s, table=0, n\_packets=6, n\_bytes=532, priority=100,dl\_src=00:00:00:00:00:01,dl\_dst=00:00:00:00:00:03 actions=output:"s1-eth3"*

*cookie=0x0, duration=72.563s, table=0, n\_packets=7, n\_bytes=574, priority=100,dl\_src=00:00:00:00:00:03,dl\_dst=00:00:00:00:00:01 actions=output:"s1-eth1"*

*cookie=0x0, duration=54.864s, table=0, n\_packets=3, n\_bytes=238, priority=100,dl\_src=00:00:00:00:00:01,dl\_dst=00:00:00:00:00:04 actions=output:"s1-eth3"*

*cookie=0x0, duration=54.864s, table=0, n\_packets=4, n\_bytes=280, priority=100,dl\_src=00:00:00:00:00:04,dl\_dst=00:00:00:00:00:01 actions=output:"s1-eth1"*

*cookie=0x0, duration=44.847s, table=0, n\_packets=3, n\_bytes=238, priority=100,dl\_src=00:00:00:00:00:02,dl\_dst=00:00:00:00:00:03 actions=output:"s1-eth3"*

*cookie=0x0, duration=44.847s, table=0, n\_packets=4, n\_bytes=280, priority=100,dl\_src=00:00:00:00:00:03,dl\_dst=00:00:00:00:00:02 actions=output:"s1-eth2"*

*cookie=0x0, duration=44.832s, table=0, n\_packets=3, n\_bytes=238, priority=100,dl\_src=00:00:00:00:00:02,dl\_dst=00:00:00:00:00:04 actions=output:"s1-eth3"*

*cookie=0x0, duration=44.832s, table=0, n\_packets=4, n\_bytes=280, priority=100,dl\_src=00:00:00:00:00:04,dl\_dst=00:00:00:00:00:02 actions=output:"s1-eth2"*